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Abstract The reduction of the dimensionality is of great interest in the con-
text of big data processing. Multidimensional scaling methods (MDS) are tech-
niques for dimensionality reduction, where data from a high-dimensional space
are mapped into a lower-dimensional space. Such methods consume relevant
computational resources therefore intensive research has been developed to
accelerate them. In this work, two efficient parallel versions of the well-known
and precise SMACOF algorithm to solve MDS problems have been develo-
ped and evaluated on multicore and GPU. To help the user of SMACOF,
we provide these parallel versions and a complementary Python code based
on a heuristic approach to explore the optimal configuration of the parallel
SMACOF algorithm on the available platforms in terms of energy efficiency
(GFLOPs/watt). Three platforms, 64 and 12 CPU-cores and a GPU device,
have been considered for the experimental evaluation.
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1 Introduction

Real-world data, such as speech signals, images, biomedical, financial, tele-
communication and other data usually have a high dimensionality as each
data instance (point) is characterized by a set of features. The dimensionality
of such data, as well as the amount of data to be processed, is constantly in-
creasing therefore the requirement of processing these data within a reasonable
time frame still remains an open problem. Dimensionality reduction methods
which aim to map high dimensional data into a lower dimensional space play
extremely important role when exploring large datasets. Among such methods
Multidimensional Scaling (MDS) remains one of the most popular [5,9].

One of the dimensionality reduction applications is a graphical visualiza-
tion of the structure of the high-dimensional data in 2D or 3D space for easier
data understanding. Some applications in this line can be found in [13,18,22].
Moreover, MDS has proven to be useful as a technique to evaluate criteria
of objects classification [15] or discover criteria which initially had not been
taken into account [4], serving as a psychological model that allows to discover
human patterns [16].

A well-known algorithm for MDS is called SMACOF (Scaling by Majorizing
a COmplicated Function) [8]. The experimental investigation has demonstra-
ted that SMACOF is most accurate algorithm comparing to others [17]. It
should be noted that the SMACOF algorithm is the most expensive, as its
complexity is O(m?), where m is the number of observations. Several different
approaches have been developed to reduce computational complexity of the
MDS techniques. In [23], the complexity was reduced to O(m+/m) by develo-
ping iterative MDS spring model. In [32], authors reduced the complexity to
O(mlogm) by dividing the original matrix into sub-matrices and then combin-
ing the sub-solutions to obtain a final solution. The improved versions of MDS
reduce complexity insignificantly, however, optimization accuracy suffers [17].
Consequently, SMACOF version of MDS is usually chosen as it ensures the suf-
ficient accuracy that is essential in many dimensional cases. In short, the MDS
techniques remain in high time complexity order therefore parallel strategies
should be considered to accelerate the computation of the MDS procedure [24].

During the last decade the High Performance Computing (HPC) has
greatly improved and has been widely-applied for MDS techniques. In [29],
authors proposed a MDS parallel implementation and explored it under MPI
and other libraries. In [12], Fester et al. proposed a CUDA implementation of
MDS algorithm based on the high throughput multidimensional scaling (HiT-
MDS). In [28], authors suggested a new efficient parallel GPU algorithm for
MDS based on virtual particle dynamics [10] and experimentally compared it
with multicore CPU version. In [17], the multi-level MDS Glimmer algorithm
was developed for GPU by dividing the input data into hierarchical levels and
executing the algorithm recursively. It must be noted that currently Glimmer
is the most well-known and widely-used GPU tool for MDS. Another CUDA-
based technique to get MDS approximation is CFMDS [27] that implements
both single-level and multi-level approaches. In [26], authors proposed a corre-
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lation clustering framework which uses MDS for layout and GPU-acceleration
to speedup visual feedback. In [25], GPU version of MDS was developed to
improve content-based image retrieval (CBIR) systems. Summarizing, the re-
search on this HPC field is being carried out actively, it remains relevant as
the new GPU architecture and heterogeneous platforms constantly appear,
and should be effectively exploited for solving dimensionality reduction pro-
blems of different complexities.

Currently, the target of HPC includes the optimization of energy consump-
tion. The ratio of the computational speed to the electrical power (GFLOP-
s/watt) is usually defined as a parameter that is a suitable indicator of the
energy efficiency [19]. The increase of this parameter means that the system
achieves better performance (GFLOPs) with less electrical power (watts) and,
as consequence, less energy is consumed. Therefore, for the optimal parallel
executions of SMACOF, the ratio should be maximized.

In this paper, parallel versions of the SMACOF algorithm on multicore
and GPU are developed and evaluated on prototypes of modern architectures.
As the parallel SMACOF algorithm can be executed on different alternative
platforms, the kind of platform and its resources that optimize the runtime
and/or energy efficiency need to be to determined. Bearing in mind that the
parallel performance depends on the problem sizes, the users of parallel SMA-
COF need support to configure it. For this purpose, a benchmarking process
to find the optimal solutions has been developed. It is based on a heuristic
approach which combines two concepts: the analysis of the first iterations of
SMACOF representative computation and functional models of performance
and power consumption of homogeneous parallel platforms. The benchmarking
process has been evaluated using different platforms (multicore and GPU) and
various sizes of the problem. Moreover, the energy efficiency of SMACOF has
been experimentally evaluated on two different multicore platforms and a GPU
device.

The paper is organized as follows. In Section 2, the descriptions of the Mul-
tidimensional Scaling and the SMACOPF algorithm are provided. Section 3 de-
scribes the proposed multicore and GPU parallel implementations of the SMA-
COF algorithm. In Section 4, the algorithm for tuning the energy efficiency
of SMACOF is presented. Experimental evaluations of the parallel implemen-
tations on three platforms are discussed in Section 5. Finally, conclusions are
drawn in Section 6.

2 SMACOF algorithm for MDS

Multidimensional Scaling is a technique for the analysis of similarity or dissimi-
larity data on a set of objects (items). It aims at finding points Y7, Y5, ..., Y, =
Y in the low-dimensional space R®, s < n, such that the distances between
them are as close as possible to the distances between the original points
X1,Xs,...,X,;, = X in the space R". This is achieved by minimizing the
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Algorithm 1 SMACOF(m, s, A, kmax, €, Y)

Require:
m: number of items;
s: dimension of low-dimensional space;
A: m X m matrix of dissimilarities of observed data on the high-dimensional space (n);
kmaz: maximum number of iterations;
e: threshold for the stress variance

Ensure:

Y': set of finding points in the low-dimensional space stored in a m X s matrix

: Initial Solution randomly generated, Y°

Compute Euclidean distances, D = [d(Y?, Y].O)] > O(m?2s)

k=0, error=1

if (k < kmaxz) and (error > ¢) then
Compute Guttman transform matrix, B¥ = B*(A, DF—1) (Alg. 2) > O(m?)
Compute Guttman transform, Y* = 1/m - BF . yk—1 > O(m?s)
Update distances D* = [d(Y}",Y})] > O(m?s)
Compute EIIt/IDS (Eq. 1)
error = |E§/JDS — Eﬁ[Dls
k=k+1

: return Y

—
2w X NP OE Wy

[y

stress function:

Enps = Z (5ij - d(Yi,Yj))z (1)

i<j

Here d(-,-) (9) is the distance between two points in the low-dimensional space
(multi-dimensional space).

There are many strategies to solve MDS problems [9]. We focus our atten-
tion on the well-known SMACOF algorithm which is based on a particular
minimization process of the stress function [8]. The theoretical background of
SMACOF is simpler and more powerful than other approaches from convex
analysis, because it guarantees monotone convergence of stress [5]. SMACOF
has demonstrated better results when optimizing stress function comparing to
other proposals in the literature [17]. The main idea is based on the majorizing
concept which consists in approximating a complex function by another one
simpler. This method iteratively finds a new function, which is located above
the original function and touches at the supporting point. At every iteration
of the algorithm, the minimum of the new function is closer of the minimum
of the complex function, in our case the stress function [5]. SMACOF can be
expressed by Alg. 1 in which the complexity order of the most relevant tasks
appeared between parenthesis.

Algorithm 1 has a high computational cost and high memory requirements
due to the large data structures involved: input matrix A (m x m), output and
auxiliary matrices (m X s) and three auxiliary matrices (m x m) to store the
similarities among the objects of the low-dimensional space. The symmetry
has not been exploited in the storage of the data structures, however, it has
been considered for the above-mentioned matrices update. Bearing in mind
this fact, the number of floating point operations of Alg. 1 is: 35/2m? +3s/2m
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Algorithm 2 Two pseudocodes to compute B* (line 5 of Alg 1): On the left,
the approach from Eq. 8.24 of [5]; on the right, the two nested loops are
collapsed in only one to later obtain a balanced parallel execution of Guttman
transform matrix.

Require: Require:
m: number of items; m: number of items;
A: [0;5], mxm matrix of dissimilarities; A: [0;5], m xm matrix of dissimilarities;
D: [d;;], Euclidean distances matrix D: [d;;], Euclidean distances matrix
Ensure: Ensure:
B: [bi;], Guttman transform matrix B: [bj;], Guttman transform matrix
1: for i =0;¢ < m;i+ 4+ do 1: for l=0;1< (m-(m+1)/2);l+ + do
2 forj=i+1;5<m;j++do 2 i=[l/(m+1)],j=1%(m+1)
3: if d;; # 0 then 3: if 7 > i then
4: bij = —0i5/dij 4: i=m—i1—1,j=m—7
5: else 5: if d;; # 0 then
6: bij =0 6: bij = _5ij/dij
7: for i = 0;4 < m;i+ + do 7 else
8: bii = — Z;’L:Lj?gi bij 8: bij =0
9: return B 9: bji = bij
10: for i = 0;¢ < m;i+ + do
11: bii = — Zﬁ17j¢i bij
12: return B

for the initialization (line 2 of Alg. 1) and (7/2s + 3/2)m? + 1/2(3s + 1)m for
the iterative process.

3 Parallel implementations of the SMACOF algorithm

The SMACOF computational cost is O(s - m?) and memory requirements are
O(m?). This feature has limited for years the applicability of SMACOF to
solve large MDS problems. The use of HPC techniques helps to overcome this
drawback. In this work, we propose two parallel versions based on the exploita-
tion of large-scale modern multicore and GPU architectures. This section is
devoted to describing these parallel implementations.

Both implementations are focused on the parallel execution of the compu-
tation of the Euclidean distances matrices (lines 2 and 7 of Alg. 1) and the
Guttman transform (lines 5 and 6 of Alg. 1). Parallel procedures are high-
lighted in bold in Alg. 1. To calculate the outputs of these procedures, we
have taken into account that we are working with symmetric matrices (B*,
D* and A). For example, to compute the symmetric matrix B* (which defines
Guttman transform) is only necessary to calculate a triangular sub-matrix
of L = (m - (m+1)/2) elements. Thus, B* can be managed as a unidimen-
sional vector of L elements which can be updated in parallel. To distribute
this computation among the processing elements, the left part of Alg. 2 has
been transformed into the right one. This way, two nested loops are collapsed
into a regular loop to compute the triangular matrix of L elements. It can be
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easily parallelized with maintaining the load balance. This idea has also been
applied to the parallel computation of DF.

The multicore version has been implemented using C, OpenMP [6] and
MKL library [3]. The parallel computations of B¥ and D* consider the sym-
metry of these matrices. Therefore, Alg. 2 on the right is taken as reference
for the parallel computation of B¥. The [-loop of such algorithm is distributed
among the cores and when it has finished a synchronization point is included
to ensure that the non-diagonal elements of B* are computed before starting
the parallel i-loop. Moreover, the MKL library (concretely the cblas-dgemm
routine) is in charge of computing in parallel the matrix-matrix product linked
to the Guttman transform (line 6 of the Alg. 1).

In the GPU version, three kernels have been coded using C and CUDA to
compute in parallel D (lines 2 and 7 of Alg. 1) and B* (line 5 of Alg. 1).
The Euclidean distances require one kernel, and the Guttman transform re-
quires two, as it is explained below. To compute the distances matrix, every
thread updates two symmetric elements of D¥ matrix. Moreover, shuffle in-
structions have been used for the reductions involved in the computation of
DF elements. These instructions, available from Kepler NVIDIA architecture,
essentially allow threads in the same warp to share information. They can im-
prove the reduction processes [2]. In our experiments, shuffle instructions have
demonstrated to improve the performance compared to the reductions based
on shared memory. We have observed that the advantage of shuffle instruc-
tions versus the shared memory version increases with s. Specifically, we have
evaluated the performance for sizes of problem from m = 10000 to m = 40000
with s = 64 and the shuffle version has obtained the same or better perfor-
mance (up 30%) than shared memory version in the computation of D* matrix
(lines 2 and 7 of Alg. 1).

The CUDA version of Alg. 2 to compute B* on GPU consists of two kernels.
In the first kernel, each thread starts by calculating a non-diagonal element of
BF. Next, its symmetric element is copied without requiring any synchroniza-
tion. When this kernel finishes, the second one computes the diagonal elements
from the non-diagonal ones. For Y*, cublasDgemm routine from the cuBLAS
library [1] has been used to accelerate matrix-matrix product on GPU (line 6
of Alg. 1).

4 Tuning the Energy Efficiency of the SMACOF algorithm

In this work, two parallel implementations have been developed to accelerate
the SMACOF algorithm. When solving real-world problems, it is reasonable to
run the most energy efficient parallel SMACOF version on a particular subset
of resources of available computational platforms.

The idea consists in an initial benchmarking that identifies, for every avail-
able platform, the optimal selection of resources for a size of problem of in-
terest. Then, the user can choose the optimal platform for the subsequent
execution of the SMACOF algorithm. According to the developed parallel
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versions, multicore processors and GPUs are considered as target platforms in
this work.

The Energy-Efficiency (EE) is usually defined as the ratio of the computa-
tional speed to the electrical power, that is GFLOPs/watt [19]. Therefore, for
the optimal parallel executions of SMACOF, the ratio should be maximized.

The optimization of the EE of parallel applications on modern platforms
can be viewed as a problem of scheduling parallel machines with costs [30].
The parallel SMACOF versions can be executed on one of the alternative
platforms, for example the different multicore or GPUs architectures. Every
platform is denoted by F* € F, k =1,..., f where F is the set of f available
parallel platforms. Every platform F* consists in a set of parallel machines
MEFFE = {MFYE | where ¢ is the number of available machines of the
platform k. The correspondmg energy efficiency depends on the number of
machines involved in the computation and the particular input size.

Then, the solution of the scheduling problem corresponds to the subset of
platforms F*o C F with their optimal configurations defined by the machines
number 7y that optimizes EE (rk < ¢y, ). We propose a heuristic approach for
solving this problem. It is based on a functional model of EE for modern plat-
forms (multicore and GPUs) and the definition of the significant computation
in the SMACOF algorithm.

The functional performance models were introduced by Lastovetsky [7,33].
The processor performance depends on the problem size and can be empirically
estimated by a benchmarking process. In this way, the modeling performance
depends on the combination of the architecture and the application. In similar
lines other authors have been focussed on the benchmarking and they have
proposed the concepts of application signature and Small-Scale Executions [11,
31]. If the parallel application is iterative, then a subset of iterations can define
the significant portion of the application and can be used in the benchmarking
[20,21].

The models to estimate EE have to combine performance and power. Previ-
ous works have proposed functional models for the EE estimation on iterative
applications [14]. If it is focused on a particular execution of the application
with F' floating point operations on one homogeneous platform k, and it is
assumed a perfect load balance among 7 actives machines, then the following
model of EE as function of rj is reasonable:

F _ F
TP re) - (TR 4 TCk (i) (Ply, + rip¥ ()

EE(ry) = (2)

where T%(r)) and P*(r),) are the runtime and power consumption on rj ma-
chines respectively, 7C"(ry) represents the runtime penalties due to the con-
tention among the actives machines on the k platform, PF, represents the
idle power consumption when no process is actively using any machine and
p¥(ry,) is the contribution to the power of every machine.

According to this model 7%(ry), one minimum for a number of active
machines is obtained since 7C"(ry,) is an increasing function and P¥(r;) is
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also an increasing function for rj. Therefore, EE(r)) achieves a maximum for
7y machines.

Then, from the point of view of the SMACOF usage, to optimize EE, it
should be identified 77 on the set of available platforms for the sizes prob-
lem and choose the platform k, which optimizes EE, i.e. achieves EE(ry ).
Modern computers provide two different platforms, multicore processors and
GPUs and the number of kinds of platforms can increase if clusters of het-
erogeneous nodes with several kinds of multicore and GPUs platforms are
available. We have defined a heuristic to decide what is the best platform
to run their particular instances of the parallel SMACOF. Our proposal is
organized in two stages, first the identification of the optimal configuration
of every platform and second the selection of optimal platforms and config-
urations. Previous considerations about the EE model help us to define an
efficient benchmarking exploration to find the optimal configurations on ev-
ery platform. Therefore, selective search described in Algorithm 3 can be used
to find the optimal platforms and their configurations in the benchmarking
process.

As above mentioned, the benchmarking is usually based on the execution
of a significant core of the application. SMACOF consists in an iterative pro-
cedure to compute the Guttman transforms. The computational cost of every
iteration is the same, therefore a subset of iterations can be considered as the
SMACOF significant core to compute the profiling in a efficient way. SMA-
COF can be configured using the information provided by this preprocess
based on exploration of several resources selection on particular combinations
of platforms and data sizes.

5 Experimental Evaluation

In this section, the SMACOF algorithm to solve MDS problems is evaluated in
terms of runtime and energy efficiency on three computational architectures:

F1 : Bullion S8: 4 Intel Xeon E7 8860v3 (16 x 4 CPU-cores);

Fy : Bullx R421-E4 Intel Xeon E5 2620v2 (12 CPU-cores and 64 GB RAM);

F3 : NVIDIA K80 (composed by two Kepler GK210 GPUs) connected to the
host Bullx R421-E4 Intel Xeon E5 2620v2.

F1, Fo and F3 run Ubuntu 16.04 LTS and F3 runs CUDA Toolkit 8. The
programs have been compiled using gcc 5.4.0 and nvee 8.0.44 with optimization
flags O3 for GPU architecture 3.5. For the acquisition of energy measurement
data, we have collected this information from various hardware counters. For
Intel, we have used the Running Average Power Limit (RAPL) interface and,
for NVIDIA, the NVIDIA Management Library (NVML).

For the evaluation of SMACOF, test problems of different sizes defined by
values of m, n and s have been considered (see Table 1). For this experimen-
tal investigation, randomly generated input data were used. The number of
evaluated iterations of the SMACOF algorithm has been 100.
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Algorithm 3 Heuristic for computing the set of optimal platforms {k,}, with
their configurations {7 }, which optimize the EE of the SMACOF

Require:

F = {fk}£:1 with FF = {MF}7F > Set of platforms
Parallel versions of SMACOF (m, s, A, kmaz, €, Y) to execute on the f available plat-
forms;
m (items), s (output dimensions); > Particular data size
sampling.

Ensure:

{ko, rzo} optimize the EE on the f available platforms
1: Evaluate the number of FLOAT operations of SMACOF(m, s, A, kmaz, ¢, Y)

2: for k< 1 to f do

3: Execute Parallel SMACOF (m, s, A, kmaz, €, Y) on ry = ¢, machines and evaluate
its EE denoted by £€F

4: for i < ¢ — sampling to sampling do

5: . Execute Parallel SMACOF (m, s, A, kmax, €, Y) on ri = ¢ machines and evaluate
88 ux

6: if ££4ur < £€F then

7 ry =i+ sampling

8: Break i-loop

9: else

10: ek = ggAue

11: Select the platforms {ko} with their optimal configurations {r7 } which maximize EE
12: return {ko, 7} }

Table 1 Test problems using several number of items (m), dimensions of multi-dimensional
space (n), and dimensions of low-dimensional space (s).

T1 T2 T3 T4 T5 T6 T7 T8 T9 T10 T11
m 2000 4000 6000 8000 10000 12000 14000 16000 18000 20000 22000
100 200 300 400 500 600 700 800 900 1000 1100
s 2 3 4 5 6 7 8 9 10 11 12

3

Table 2 Runtime, power and energy efficiency of the set of test problems (Table 1) on F3
(GPU) platform.

F3 T1 T2 T3 T4 T5 T6 7 T8 T9 710  T11

Time (s) 2.8 4.9 5.1 5.9 6.5 11.0 18.8 28.7 423 64.9 91.5
Power (Watts) 38.7 98.6 105.2 108.0 112.6 113.6 112.8 110.1 112.3 111.5 110.3
EE (GFLOPs/ 13.8 24.7 75.1 150.0 255.1 257.2 240.7 241.7 228.7 205.9 196.6
Watt)

Figure 1 shows, the runtime, power and energy efficiency of the set of
test problems on F; and Fp (multicore) platforms and Table 2 shows similar
parameters on F3 (GPU) platform with the same test cases. Execution times of
the multicore versions (plotted on the top of Fig. 1) are according with runtime
models described in Section 4. The runtime decreases with the values of 7
and 7y, therefore the best performance is achieved for the maximum number
of cores. The experimental power measurements are plotted in the middle
of Fig. 1. It is remarkable that the temporal evolution of the power partially
depends on unpredictable factors for programmers. To overcome this drawback
it has been necessary to collect the measurements after an activity period on
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Fig. 1 Runtime (top), power (middle) and energy efficiency (bottom) of the set of test
problems (Table 1) on Fi and F» platforms.
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the processor to minimize their variance due to changes in the temperature.
This instability can be observed in the power plot for both platforms, but we
can conclude that power consumption trend increases as the number of cores
and the size of the problem.

Focusing our attention on the energy efficiency (plotted on the bottom
of Fig. 1) it increases as the number of cores. The highest values of 1 and
ro optimize the energy efficiency for the plateau in the plot. Therefore, the
optimal value of 7 in both platforms is in a wide interval, for instance 32-64
(10-12) for Fy (F2).

To choose the optimal platform, we could compare the three platforms
in terms of performance. This way, the best option for T'11 is Fj, since the
execution times are 46.6s, 96.2s and 91.5s on F; with r{ = 64 , F» with r§ = 12
and F3 respectively. This selection is the same for all test cases. If we focus
on the energy efficiency, the best option is the GPU when the problem size is
enough high since it consumes less power than F; and achieves a reasonable
performance. Then, to optimize the energy efficiency, the best option is the
use of the GPU platform for the test cases T4 — T11. For instance for T11,
the energy efficiencies on the different platforms are 85.5, 176.1 and 196.6
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Table 3 Sampling of EE for T'11 test according to the benchmarking proposed in Alg. 3
for multicore platforms F; and Fa.

Fi1 Fa
r1 64 61 ro 12 9
EE (GFLOPs/Watt) 85.5 85.0 EE (GFLOPs/Watt) 176.1 155.8

GFLOPs/watt for Fy, F5 and F3, respectively. The best platform for 71 —T'3
is the multicore F5 which consumes less power than Fj.

These results support the benchmarking process explained in Section 4 to
explore in an automatic way the selection of the optimal parallel platform
and its best resource selection. This procedure has been developed in Python.
We have chosen sampling = 3 to obtain relevant differences between succes-
sive experimental evaluations on both platforms. The results support the idea
of starting the benchmarking process by the highest numbers of CPU-cores
available on every platform to find the optimal r} is efficient. To illustrate the
behaviour of the benchmarking (Alg. 3) for multicore platforms, we focus on
the T'11 test. Table 3 shows the EE obtained when a set of ten iterations of
SMACOF are executed on platforms F; and F5. Only two samples for the
benchmarking exploration are required for 711 since r{ = 64 and r§ = 12 are
identified by the preprocess. So, we can conclude that the proposed benchmar-

king can execute an efficient exploration to optimize the energy efficiency of
parallel SMACOF.

6 Conclusions

This work has analyzed an approach to optimize the energy efficiency
(GFLOPs/watt) of the SMACOF algorithm, a well-known and precise method
to solve MDS problems. Two parallel versions of SMACOF, multicore and
GPU, have been developed and evaluated. To help the user of SMACOF para-
llel codes, we provide these versions and a complementary Python code based
on a heuristic approach to explore the optimum configuration of the available
platforms.

An experimental evaluation has been carried out on three platforms based
on architectures with 64CPU-cores, 12CPU-cores and a GPU device. The re-
sults show 64-cores processor is the best platform to optimize the runtime of
SMACOF; the 12-cores processor is the best option to improve the energy
efficiency for the smallest test problems and, for the largest test problems, the
optimal energy efficiency is achieved on the GPU.

In currently known parallel versions of SMACOF only the runtime
is considered, and neither the energy consumption nor adaptive capabil-
ity to the platform and problem-size are optimized. Therefore, our SMA-
COF implementation is of great interest for developing energy efficiency
aware applications based on MDS problems. Our implemented versions of
the SMACOF algorithm are freely available through the following website:
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https://github.com/2forts/SMACOF. As future work, we consider to imple-
ment a distributed parallel version of SMACOF and to analyze and develop
other methods for solving MDS problems.
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